# Angular 4 Continued

* Answers in this document are due July 2, 1159PM
* 20% deduction each day this is late.
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## Getting the Latest Build

You can always get the latest steps from the Angular team. Download it from <https://github.com/angular/quickstart>

Example : Getting the Latest

If you used the Git clone command to download the project, you can discard the .git folder with the following command:

rm -rf .git **# OS/X (bash)**

rd .git /S/Q **# Windows**

Then, delete non-essential files (optional) You can quickly delete the non-essential files that concern testing and QuickStart repository maintenance (including all git-related artifacts such as the .git folder and .gitignore!) by entering the following commands while in the project folder:

**OS/X (bash)**

xargs -a non-essential-files.txt rm -rf

rm app/\*.spec\*.ts

rm non-essential-files.txt

**Windows**

for /f %i in (non-essential-files.txt) do del %i /F /S /Q

rd .git /s /q

rd e2e /s /q

Next, from the same directory where package.json file resides type:

npm install

npm start

Check to ensure the application runs. You should see the application appear if successful.
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## Nested Components

Nested components effectively allow us to create custom directives. The Angular team calls this a component directive. Here is a component that can be accessed with its selector as a directive:

@***Component***({  
 *// Selector uses lower case with hyphens.* **selector**: **'second-directive'**,  
 **template**: **`<h3>This is the second directive!</h3>`**,  
})  
**export class** NewDirective {  
}

Using the selector, the new component can be implemented within another component.

import { Component } from '@angular/core';

@Component({

selector: 'my-app',

template: `<h1>Hello world! {{title}}</h1>

<second-directive></second-directive>`

})

export class AppComponent {

public title = 'This is Angular2!';

}

Example : Creating a Directive

This example shows the implementation of a component named *NewDirective* which can be implemented in an existing partial view. First, to build this example and to review the set-up from the last class. We will begin by adding the required configuration files and index.html page which loads all of the required resources which they reference. To get the latest versions of these files go to <https://github.com/angular/quickstart>

Here is the class and corresponding component that contains are brand new directive. This can be re-used by any component that refers to it with the selector <second-directive>.

**app/newDirective.ts**

|  |
| --- |
| import { Component } from '@angular/core';  // Define second directive.  @Component({  // Selector uses lower case with hyphens.  selector: 'second-directive',  template: `<h3>This is the second directive!</h3>`,  })  export class NewDirective {  } |

Next, this is the component that loads the new component.

**app/app.component.ts**

|  |
| --- |
| import { Component } from '@angular/core';  @Component({  selector: 'my-app',  template: `<h1>Hello world! {{title}}</h1><second-directive></second-directive>`  })  export class AppComponent {  public title = 'This is Angular2!';  } |

Our module groups and loads all components.

**app/app.module.ts**

|  |
| --- |
| import { NgModule } from '@angular/core';  import { BrowserModule } from '@angular/platform-browser';  import { NewDirective } from './newDirective';  import { AppComponent } from './app.component';  @NgModule({  imports: [ BrowserModule ],  declarations: [ AppComponent, NewDirective ],  bootstrap: [ AppComponent ]  })  export class AppModule { } |

When the browser launches the following .
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Exercise

What does a module do?

|  |
| --- |
| A module allows you to group and load all components/classes so that they’re available throughout the entire app. |

Exercise

What option inside @NgModule loads the directive so it can be used by any component within the module?

|  |
| --- |
| declarations |

Exercise

Explain in your own words what the selector option does.

|  |
| --- |
| The selector lets you assign a tag name/reference to your component, which can be reference by other components. |

Exercise

Create a third directive which is nested in the second directive of . Display the text “hello from the third directive” in this new directive. Show the file that contains your new component here (2 marks):

|  |
| --- |
| import { Component } from '@angular/core';  // Define third directive.  @Component({  // Selector uses lower case with hyphens.  selector: 'third-directive',  template: `<h3>Hello from the third directive!</h3>`,  })  export class ThirdDirective {  } |

Show the updated newDirective.ts file here (1 mark):

|  |
| --- |
| import { Component } from '@angular/core';  // Define second directive.  @Component({  // Selector uses lower case with hyphens.  selector: 'second-directive',  template: `<h3>This is the second directive!</h3>  <third-directive></third-directive>`,  })  export class NewDirective {  } |

### Passing Data to a Nested Component

To pass data from a parent component to a child component input binding is required in the child to expose its properties. The parent can then set the value of the child’s properties.

Example : Passing Data to a Nested Component

This example demonstrates how a child component can receive data from the parent component. This example begins with the code from . Then, a child component is needed with an input binding so it can receive data from the parent through the child’s firstName property. To make this work, you can modify the newDirective.ts file from with the changes shown by the highlighting.

**app/newDirective.ts**

|  |
| --- |
| import { Component, Input } from '@angular/core';  // Define second directive.  @Component({  selector: 'second-directive',  template: `<h3>This is the second directive! {{firstName}}</h3>`,  })  // This is really just a component.  export class NewDirective {  @Input()  firstName: string;  } |

Then, in the parent component you can reference the property of the child using square brackets around the child property inside the selector.

**app/app.component.ts**

|  |
| --- |
| import { Component } from '@angular/core';  @Component({  selector: 'my-app',  template: `<h1>Hello world! {{title}}</h1>  <second-directive [firstName]="author"></second-directive>`  })  export class AppComponent {  public title = 'This is Angular2!';  public author = "Joyce.";  } |

Here is our output from this example:
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Exercise

What is the role of the input decoration in the child component?

|  |
| --- |
| It defines an input binding that exposes its properties to the parent, so that the parent can pass in data into the child component. |

Exercise

Starting with , create a directive called ThirdDirective. Reference ThirdDirective from SecondDirective. The SecondDirective must remain nested inside AppComponent. Pass data from SecondDirective to ThirdDirective and show this data in the output of ThirdDirective. Show your modified app.module.ts file here:

|  |
| --- |
| import { NgModule } from '@angular/core';  import { BrowserModule } from '@angular/platform-browser';  import { NewDirective } from './newDirective';  import { ThirdDirective } from './thirdDirective';  import { AppComponent } from './app.component';  @NgModule({  imports: [ BrowserModule ],  declarations: [ AppComponent, NewDirective, ThirdDirective ],  bootstrap: [ AppComponent ]  })  export class AppModule { } |

Show your ThirdDirective component here:

|  |
| --- |
| import { Component, Input } from '@angular/core';  // Define third directive.  @Component({  selector: 'third-directive',  template: `<h3>This is the third directive! {{firstName}} {{lastName}}</h3>`,  })  // This is really just a component.  export class ThirdDirective {  @Input()  firstName: string;  @Input()  lastName: string;  } |

Show your modified SecondDirective component here:

|  |
| --- |
| import { Component, Input } from '@angular/core';  // Define second directive.  @Component({  selector: 'second-directive',  template: `<h3>This is the second directive! {{firstName}}</h3>  <third-directive [firstName]=firstName [lastName]=lastName></third-directive>`,  })  // This is really just a component.  export class NewDirective {  @Input()  firstName: string;  public lastName = "Boyce.";  } |

## Services

Just like in Angular 1, Angular2 services allow you to modularize your code so it can be re-used throughout the application. Angular 4 services are defined in simple classes. We no longer need any convoluted references to them. We just call the function in the class and the code can be re-used by any component.

Example : Creating a Service

This example shows how to create a simple service that can be re-used from any component. To build this example, start with Example 2.

Then add in this new service.

**app/myDataService.ts**

|  |
| --- |
| import { Component } from '@angular/core';  // This is the service.  export class MyDataService {  names: Array<any>;  constructor() {  this.names = ['John', 'Mary', 'Joan'];  }  getNames() {  return this.names;  }  } |

Next, replace the contents of app.component.ts with the following code which creates an instance of the service and calls it’s getNames() method. You will notice that we have a new way to create an instance of a class right in the constructor header. To do this we must first declare a provider in the @Component area. Then we can create an object of MyDataService in the constructor header as shown with the green highlighting below.

**app/app.component.ts**

|  |
| --- |
| import { Component } from '@angular/core';  import { MyDataService } from './myDataService';  @Component({  selector: 'my-app',  template: `<h1>Hello world! {{title}}</h1>  <ul><li \*ngFor="let name of names">{{name}}</li></ul>`,  // 'providers' allows you to create and pass an instance  // of the class to the constructor header.  providers: [MyDataService]  })  export class AppComponent {  public title = 'This is Angular2!';  names: Array<any>;  // Create instance of 'MyDataService' right in the constructor  // header.  constructor(myDataService: MyDataService) {  // Use service to call getNames() method.  this.names = myDataService.getNames();  }  } |

When you run the program after making the changes you will notice that the data from the service is retrieved and displayed in the output:

![](data:image/png;base64,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)

Exercise

In the data service, create a new function that returns your name. Then modify app.component.ts to call your new function and show the name along with all of the original content. Show the revised myDataService.ts file here: (1 mark)

|  |
| --- |
| import { Component } from '@angular/core';  // This is the service.  export class MyDataService {  names: Array<any>;  myName: string;  constructor() {  this.names = ['John', 'Mary', 'Joan'];  this.myName = "Sam";  }  getNames() {  return this.names;  }  getMyName() {  return this.myName;  }  } |

Show your modified app.component.ts file here: (1 mark)

|  |
| --- |
| import { Component } from '@angular/core';  import { MyDataService } from './myDataService';  @Component({  selector: 'my-app',  template: `<h1>Hello world! {{title}}</h1>  <ul><li \*ngFor="let name of names">{{name}}</li>  <li>{{myName}}</li>  </ul>`,  // 'providers' allows you to create and pass an instance  // of the class to the constructor header.  providers: [MyDataService]  })  export class AppComponent {  public title = 'This is Angular2!';  names: Array<any>;  myName: string;  // Create instance of 'MyDataService' right in the constructor  // header.  constructor(myDataService: MyDataService) {  // Use service to call getNames() method.  this.names = myDataService.getNames();  this.myName = myDataService.getMyName();  }  } |

Exercise

Starting with Example 4, create a second service in a separate file. This service must contain a function to convert Celsius to Fahrenheit. Adjust the code in app.component.ts to call the new service’s function to perform a conversion from 6 degrees Celsius to Fahrenheit. Show this result in HTML while also showing the original output from Example 4.

Hint: To create an instance of the service in the constructor you will need to include a reference to it in the providers list and in the constructor header. Your providers list and constructor header should look like the following once you are done:

providers: [MyDataService,TemperatureService]

constructor(myDataService: MyDataService, temperatureService: TemperatureService)

Show the code for your new service here:

|  |
| --- |
| import { Component } from '@angular/core';  // This is the service.  export class TemperatureService {  names: Array<any>;  myName: string;  constructor() {  this.names = ['John', 'Mary', 'Joan'];  this.myName = "Sam";  }  celsiusToFahrenheit(fahrenheit: number) {  return (fahrenheit - 32) \* (5/9);  }  } |

Show your updated app.component.ts file here:

|  |
| --- |
| import { Component } from '@angular/core';  import { MyDataService } from './myDataService';  import { TemperatureService } from './temperatureService';  @Component({  selector: 'my-app',  template: `<h1>Hello world! {{title}}</h1>  <ul><li \*ngFor="let name of names">{{name}}</li>  <li>{{myName}}</li>  </ul>  <h1>Fahrenheit: {{fahrenheit}}</h1>  <h1>Celsius: {{celsius}}</h1>`,  // 'providers' allows you to create and pass an instance  // of the class to the constructor header.  providers: [MyDataService, TemperatureService]  })  export class AppComponent {  public title = 'This is Angular2!';  names: Array<any>;  myName: string;  fahrenheit: number;  celsius: number;  // Create instance of 'MyDataService' right in the constructor  // header.  constructor(myDataService: MyDataService, temperatureService: TemperatureService) {  // Use service to call getNames() method.  this.names = myDataService.getNames();  this.myName = myDataService.getMyName();  this.fahrenheit = 6;  this.celsius = temperatureService.celsiusToFahrenheit(this.fahrenheit);  }  } |

## Validation

Similar to Angular JS 1, template validation is possible with the following common validators:

* required
* minlength
* maxlength
* pattern

### Form Validation

We have the ability to check for the form’s validity before enabling submit if we set up the form using *ngForm*:

<form (ngSubmit)="onSubmit()" #myForm="ngForm">

[disabled]="!myForm.form.valid">Submit</button>

</form>

### Validating Controls and Showing Error Messages

We can define our control to implement ngModel if we name it in the manner that is highlighted in green:

<!-- Define control. -->

<input type="text" pattern="[a-zA-Z ]\*" minlength="3" required

[(ngModel)]="myName" name="firstName" #firstName="ngModel">

We may have several validators such as pattern, minlength and required as shown above. Regardless of the validators used we can check for validation status to determine when and how to display an error message:

<!-- Show error message if the control is not valid in general. -->

<div [hidden]="firstName.valid || firstName.pristine">

This control is invalid.

</div>

We also have the ability to show validator specific error messages. The ‘?’ syntax used below is only evaluated if it is not null:

<!-- Show 'invalid' status when required validator is not satisfied. -->

<p \*ngIf="firstName?.errors?.required">This field is required.</p>

Example : Simple Validation

This example shows how to show and hide error messages based on required, pattern and minlength validators. With incorrect entries, error messages are displayed and the submit button is disabled. The button is enabled and the error messages are hidden when the data conforms to the validation requirements. To build this example, start with the solution for .

The validators and form input control requires access to the FormsModule dependency. To provide access add in the following highlighted code to **app/app.module.ts**.

|  |
| --- |
| import { NgModule } from '@angular/core';  import { BrowserModule } from '@angular/platform-browser';  import { FormsModule } from '@angular/forms';  import { AppComponent } from './app.component';  @NgModule({  imports: [BrowserModule, FormsModule],  declarations: [AppComponent],  bootstrap: [AppComponent]  })  export class AppModule { } |

Then, replace the code in **main.ts** with the following.

**app\app.component.ts**

|  |
| --- |
| import { Component } from '@angular/core';  @Component({  selector: 'my-app',  template:  `  <section>  <form (ngSubmit)="onSubmit()" #myForm="ngForm">  Name:  <input type="text" pattern="[a-zA-Z ]\*" minlength="3" required  [(ngModel)]="myName" name="firstName" #firstName="ngModel" >  <div [hidden]="firstName.valid || firstName.pristine">  This control is invalid.</div>  <p \*ngIf="firstName?.errors?.required">This field is required.</p>  <p \*ngIf="firstName?.errors?.pattern">  Only alphabetical characters are allowed.</p>  <p \*ngIf="firstName?.errors?.minlength">  This entry must have at least three characters.</p>  <button type="submit" class="btn btn-default"  [disabled]="!myForm.form.valid">Submit</button>  </form>  </section>  `  })  export class AppComponent {  myName: string;  constructor() {  this.myName = "frank";  }  } |

Exercise

1. Add a maxlength validator to ensure the maximum length does not exceed 15 characters. Add code to display an error message if the 15 character limit is exceeded. Show your revised app.component.ts file here:

|  |
| --- |
| import { Component } from '@angular/core';  @Component({  selector: 'my-app',  template:  `  <section>  <form (ngSubmit)="onSubmit()" #myForm="ngForm">  Name:  <input type="text" pattern="[a-zA-Z ]\*" minlength="3" maxlength="15" required  [(ngModel)]="myName" name="firstName" #firstName="ngModel" >  <div [hidden]="firstName.valid || firstName.pristine">  This control is invalid.</div>  <p \*ngIf="firstName?.errors?.required">This field is required.</p>  <p \*ngIf="firstName?.errors?.pattern">  Only alphabetical characters are allowed.</p>  <p \*ngIf="firstName?.errors?.minlength">  This entry must have at least three characters.</p>  <p \*ngIf="firstName?.errors?.maxlength">  This entry must have maximum 15 characters.</p>  <button type="submit" class="btn btn-default"  [disabled]="!myForm.form.valid">Submit</button>  </form>  </section>  `  })  export class AppComponent {  myName: string;  constructor() {  this.myName = "frank";  }  } |

1. Why isn’t it possible to make the error message from step (a) appear?

|  |
| --- |
| It prevents the field from fitting in more than 15 characters, so the maximum character limit isn’t reached at all. |

## Asynchronous Calls Using Observables

Often, web applications will need to make requests for remote resources. Waiting for the resources can take several seconds and there is no guarantee the resource will arrive. There are several ways to manage this request so the call can be made on a separate thread and the resource can be received by the main thread in the application when the response arrives. One way to manage this is with observables. You can think of an Observable as a stream of events published by some source. We listen for events in this stream by subscribing to the Observable. In these subscriptions we specify the actions to take when the web request produces a success event or a fail event.

[https://angular.io/docs/ts/latest/guide/server-communication.html#!#http-client](https://angular.io/docs/ts/latest/guide/server-communication.html#!)

Example : Asynchronous Calls

To demonstrate how to use an observable, this example shows how to perform an asynchronous call for JSON. To begin, you could start with and add the following file.

**app/test.json**

|  |
| --- |
| [  {  "first": "Jane",  "last": "Chan"  },  {  "first": "Bill",  "last": "Good"  }  ] |

Next, the following code can be added to your application. This code imports a third party library, rxjs, which has been endorsed for managing observables by the AngularJS team. The code in app.mynameservice.ts is basically a template that can easily be modified to enable get, post, put or delete actions with a remote service. For this case, the Observable is set up to retrieve JSON from the test.json file using a get request. Also notice that we are passing a reference through the constructor to the Http class which has access to the get, post, put and delete functions. This reference is passed from the module a little later.

**app/app.mynameservice.ts**

|  |
| --- |
| import { Injectable } from '@angular/core';  import { Http, Response } from '@angular/http';  import { Observable } from 'rxjs/Observable';  import 'rxjs/add/operator/map';  import 'rxjs/add/operator/catch';  @Injectable()  export class MyNameService {  private dataUrl = './app/test.json'; // URL to web API  constructor(private http: Http) { }  getNames(): Observable<string[]> {  return this.http.get(this.dataUrl)  .map(this.extractData)  .catch(this.handleError);  }  private extractData(res: Response) {  let body = res.json();  return body || {};  }  private handleError(error: any) {  // In a real world app, we might use a remote logging infrastructure  // We'd also dig deeper into the error to get a better message  let errMsg = (error.message) ? error.message :  error.status ? `${error.status} - ${error.statusText}` : 'Server error';  console.error(errMsg); // log to console instead  return Observable.throw(errMsg);  }  } |

Next, replace the code inside app.component.ts with the following code. This revised AppComponent creates an instance of the service through it’s constructor. The instance can be created in the constructor header with the help of the providers option. Note too how, since we are using a service that returns an Observable we can set up a subscription with handlers for the following cases:

1. Data is returned.
2. The request experiences an error.
3. A final block is entered regardless of whether 1 or 2 is selected.

**app/app.component.ts**

|  |
| --- |
| import { Component } from '@angular/core';  import { MyNameService } from './app.mynameservice';  // This component consumes the re-usable service.  @Component({  selector: 'my-app',  template: `<button (click)="getSomeData()">Test GET Request</button>  <ul>  <li \*ngFor="let myData of myNames">{{myData.first}} {{myData.last}}</li>  </ul>`,  // Providers allow us to inject an object instance through the constroctor.  // In this case we enable injection of MyDataService into AppComponent.  providers: [MyNameService]  })  export class AppComponent {  myNames: Array<any>;  \_myDataService: MyNameService;  // Since we are using a provider above we can receive  // an instance through an instructor.  constructor(myDataService: MyNameService) {  // Store local reference to MyDataService.  this.\_myDataService = myDataService;  }  getSomeData() {  this.\_myDataService.getNames()  // Subscribe to changes in the observable object  // that is returned by getRemoteData.  .subscribe(  // You basically get three handlers.  // 1. Handle successful data.  data => {  this.myNames = data  console.log(JSON.stringify(data))  },  // 2. Handle error.  error => {  alert(error)  },  // 3. Execute final instructions when successful.  () => {  console.log("Finished")  });  }  } |

To enable the HTTP get request we have to reference the HttpModule in our main module.

**app/app.module.ts**

|  |
| --- |
| import { NgModule } from '@angular/core';  import { BrowserModule } from '@angular/platform-browser';  import { FormsModule } from '@angular/forms';  import { AppComponent } from './app.component';  import { HttpModule } from '@angular/http';  @NgModule({  imports: [  BrowserModule,  FormsModule,  HttpModule,  ],  declarations: [  AppComponent,  ],  bootstrap: [AppComponent]  })  export class AppModule { } |

The output from running the program after these changes is as follows:
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Exercise

What is the role of the providers option in AppComponent?

|  |
| --- |
| It makes a service available for use by the component. |

Exercise

What event happens if the address to the JSON is invalid? Please explain how this failed event is detected in app.component.ts.

|  |
| --- |
| myDataService.getNames() listens to whether the Observable object returns data or an error message, and implements the appropriate handler for them. Over in app.mynameservice.ts, MyNameService.getNames() catches any errors that might result from the http request and makes the Observable object throw the error if there is one. |

## Lazy Loaded Modules

If you recall from example 8 in day 4 you will remember that we discussed routing. If you check the sources tab of the debugger when running it, you will notice that loading one module loads all components within it. This is not always a bad option but it is never a good idea to load a large application all at once – otherwise the user will have to wait for an unpleasant amount of time and your network traffic could go through the roof. To avoid such heavy page requests components can be grouped within different modules and these modules can be loaded on demand. Loading on demand is also called Lazy Loading.

Example : Lazy Loaded Modules

This example shows how to implement lazy loading so a module which groups different color components is not actually fetched by the browser until the user requests it.

**Part A: Review Code**

In this first section, we will build the basic routing application that was discussed in example 7 of day 3.

This demonstration begins with Example 2. The code is then transformed to implement hyperlinks that retrieve and display different child views when clicked. The enable these views, add these three components which each have inline views.

**app/app.page-a.ts**

|  |
| --- |
| import { Component } from '@angular/core';  @Component({  template: `This is page A.`  })  export class PageAComponent { } |

**app/app.page-b.ts**

|  |
| --- |
| import { Component } from '@angular/core';  @Component({  template: `This is another page.`  })  export class PageBComponent { } |

**app/app.pagedefault.ts**

|  |
| --- |
| import { Component } from '@angular/core';  @Component({  template: `This page does not exist.`  })  export class PageDefault { } |

Next, replace the code inside app.component.ts file with the following code that contains a template which includes a menu with hyperlinks. The hyperlinks are created using the <routerLink> tag with a value of the reference from the router. The <router-outlet> element serves as a placeholder for the child view which appears when the appropriate link is selected.

**app/app.component.ts**

|  |
| --- |
| import { Component } from '@angular/core';  @Component({  selector: 'my-app',  template:  `<h1>This is the header</h1>  <nav>  <a routerLink="/page-a" routerLinkActive="active">A</a> |  <a routerLink="/page-b" routerLinkActive="active">B</a>  </nav>  <!-- Where router should display a view -->  <router-outlet></router-outlet>`  })  export class AppComponent { } |

With a larger project you may want to store the routing logic in a separate file such as in app.routing.ts. The appRoutes array below defines a series of routing objects which include a hyperlink reference and corresponding component displayed. Since the components are referenced by the router they must first be imported. These components have been loaded through the import statements.

**app/app.routing.ts**

|  |
| --- |
| import { ModuleWithProviders } from '@angular/core';  import { Routes, RouterModule } from '@angular/router';  import { AppComponent } from './app.component';  import { PageAComponent } from './app.page-a';  import { PageBComponent } from './app.page-b';  import { PageDefault } from './app.pagedefault';  const appRoutes: Routes = [  { path: 'page-a', component: PageAComponent },  { path: 'page-b', component: PageBComponent },  { path: '', redirectTo: '/page-a', pathMatch: 'full' },  { path: '\*\*', component: PageDefault }  ];  export const routing: ModuleWithProviders = RouterModule.forRoot(appRoutes); |

### Modules

Modules group components together. This not only helps to organize your code, the modularization also allows us to split the application up so it does not need to be loaded all at once. Later we will discuss how modules can be loaded when they are needed using a technique called lazy loading.

In app.module.ts, we are declaring AppModule which includes four different components and we are also importing the router defined in the file previously discussed.

**app/app.module.ts**

|  |
| --- |
| import { NgModule } from '@angular/core';  import { BrowserModule } from '@angular/platform-browser';  import { AppComponent } from './app.component';  import { PageDefault } from './app.pagedefault';  import { PageAComponent } from './app.page-a';  import { PageBComponent } from './app.page-b';  import { routing } from './app.routing';  @NgModule({  imports: [ BrowserModule, routing ],  declarations: [ AppComponent, PageDefault,  PageAComponent, PageBComponent ],  bootstrap: [ AppComponent ],  })  export class AppModule { } |

**Part B: New Code**

This example starts with part A to enable lazy loaded modules. The following components are added inside a new ‘colors’ folder.

**app/colors/colors.red.ts**

|  |
| --- |
| import { Component } from '@angular/core';  @Component({  template: `This is red.`  })  export class RedComponent {  } |

**app/colors/colors.green.ts**

|  |
| --- |
| import { Component } from '@angular/core';  @Component({  template: `This is green.<br/>`  })  export class GreenComponent { } |

**app/colors/colors.component.ts**

|  |
| --- |
| import { Component } from '@angular/core';  @Component({  template: `  <h4>Colors</h4>  <a routerLink="/colors/red" routerLinkActive="active">red</a> |  <a routerLink="/colors/green" routerLinkActive="active">green</a>`  })  export class ColorsComponent { } |

To navigate from one color component to the next we can have a separate router. This routes are stored inside the *colorsRouting* object.

**app/colors/colors.routing.ts**

|  |
| --- |
| import { ModuleWithProviders } from '@angular/core';  import { Routes, RouterModule } from '@angular/router';  import { GreenComponent } from './colors.green';  import { RedComponent } from './colors.red';  import { ColorsComponent } from './colors.component';  const ROUTES = [  { path: '', component: ColorsComponent },  { path: 'green', component: GreenComponent },  { path: 'red', component: RedComponent }  ];  export const colorsRouting: ModuleWithProviders = RouterModule.forChild(ROUTES); |

When we declare our module we import our colorsRouting object and declare all color components that are grouped by the module.

**colors/colors.module.ts**

|  |
| --- |
| import { NgModule, Component } from '@angular/core';  import { CommonModule } from '@angular/common';  import { GreenComponent } from './colors.green';  import { RedComponent } from './colors.red';  import { ColorsComponent } from './colors.component';  import { colorsRouting } from './colors.routing';  @NgModule({  // Import routing for this module and make available for all components.  imports: [  CommonModule,  colorsRouting  ],  // Declare components grouped by this module.  declarations: [  ColorsComponent,  GreenComponent,  RedComponent  ]  })  export class ColorsModule { } |

Now we can modify our parent route by referencing our color module as shown by the code highlighted in yellow. This is teling the application not to load the module until the user clicks on the colors link.

**app/app.routing.ts**

|  |
| --- |
| import { ModuleWithProviders } from '@angular/core';  import { Routes, RouterModule } from '@angular/router';  import { AppComponent } from './app.component';  import { PageAComponent } from './app.page-a';  import { PageBComponent } from './app.page-b';  import { PageDefault } from './app.pagedefault';  import { ColorsModule } from './colors/colors.module';  const subroutes: Routes = [  { path: 'page-a', component: PageAComponent },  { path: 'page-b/:id/:firstname', component: PageBComponent },  { path: '', redirectTo: '/page-a', pathMatch: 'full' },  // This says load the ColorsModule which includes color components.  { path: 'colors', loadChildren: 'app/colors/colors.module#ColorsModule' },  { path: '\*\*', component: PageDefault },  ];  export const routing: ModuleWithProviders = RouterModule.forRoot(subroutes); |

To give users access to the colors link it can be added to the AppComponent which is loaded when the application starts up.

**app/app.component.ts**

|  |
| --- |
| import { Component } from '@angular/core';  @Component({  selector: 'my-app',  template:  `<h1>Router Demo</h1>  <nav>  <a routerLink="/page-a" routerLinkActive="active">A</a> |  <a routerLink="/page-b/5/bob" routerLinkActive="active">B</a> |  <!-- Link to ColorsModule area -->  <a routerLink="/colors" routerLinkActive="active">Colors</a>  </nav>  <!-- Where router should display a view -->  <router-outlet></router-outlet>`  })  export class AppComponent { } |

Finally, check to ensure the index.html page already contains a base href tag define the application root for the router. This was already done in the example from last week.

**index.html**

|  |
| --- |
| <html>  <head>  <title>Angular QuickStart</title>  <base href="/">  <meta charset="UTF-8">  <meta name="viewport" content="width=device-width, initial-scale=1">  <!-- 1. Load libraries -->  <!-- Polyfill for older browsers -->  <script src="node\_modules/core-js/client/shim.min.js"></script>  <script src="node\_modules/zone.js/dist/zone.js"></script>  <script src="node\_modules/reflect-metadata/Reflect.js"></script>  <script src="node\_modules/systemjs/dist/system.src.js"></script>  <!-- 2. Configure SystemJS -->  <script src="systemjs.config.js"></script>  <script>  System.import('app').catch(function(err){ console.error(err); });  </script>  </head>  <!-- 3. Display the application -->  <body>  <my-app>Loading...</my-app>  </body>  </html> |

If you run this app and refresh the browser you will notice that the colors folder does not show up in the debugger. Show a screenshot of the ‘Sources’ tab
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Exercise

If you click on the colors link you the colors folder will appear underneath the app folder. Show a screenshot of this.

|  |
| --- |
|  |

Exercise

What does it mean to lazy load modules?

|  |
| --- |
| It means you delay loading modules that are part of the app that hasn’t been used/accessed by the user yet. |